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@ A method to formally verify temporal
properties over concurrent data structures

@ Not just limited fo safety properties
@ A different approach to Separation Logic

@ Good results over many mutable data
structures

@ Experience shows possibility of working with
parameterized VD
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@ Development of assisted decision procedures

@ This Is just the beginning






